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pacman::p\_load(pacman, tidyverse, tseries, psych, knitr, here)  
knitr::opts\_chunk$set(message = FALSE, tidy = TRUE)

## Question 8.3

x = get.hist.quote(instrument = "^GSPC",  
 start = "2010-12-01",  
 end = "2015-12-31",  
 quote = "AdjClose",  
 compression = "m")

## time series ends 2015-12-01

## time series ends 2015-12-01  
sp500 = as.vector(x)  
n = length(sp500)  
  
# Net returns  
sp500\_ret = (sp500[-1] - sp500[-n])/sp500[-n]  
  
  
  
data1 = read.table(file.choose(),header = T,sep = ",")  
data1

## TimePeriod Yield  
## 1 2011-01 0.15  
## 2 2011-02 0.13  
## 3 2011-03 0.10  
## 4 2011-04 0.06  
## 5 2011-05 0.04  
## 6 2011-06 0.04  
## 7 2011-07 0.04  
## 8 2011-08 0.02  
## 9 2011-09 0.01  
## 10 2011-10 0.02  
## 11 2011-11 0.01  
## 12 2011-12 0.01  
## 13 2012-01 0.03  
## 14 2012-02 0.09  
## 15 2012-03 0.08  
## 16 2012-04 0.08  
## 17 2012-05 0.09  
## 18 2012-06 0.09  
## 19 2012-07 0.10  
## 20 2012-08 0.10  
## 21 2012-09 0.11  
## 22 2012-10 0.10  
## 23 2012-11 0.09  
## 24 2012-12 0.07  
## 25 2013-01 0.07  
## 26 2013-02 0.10  
## 27 2013-03 0.09  
## 28 2013-04 0.06  
## 29 2013-05 0.04  
## 30 2013-06 0.05  
## 31 2013-07 0.04  
## 32 2013-08 0.04  
## 33 2013-09 0.02  
## 34 2013-10 0.05  
## 35 2013-11 0.07  
## 36 2013-12 0.07  
## 37 2014-01 0.04  
## 38 2014-02 0.05  
## 39 2014-03 0.05  
## 40 2014-04 0.03  
## 41 2014-05 0.03  
## 42 2014-06 0.04  
## 43 2014-07 0.03  
## 44 2014-08 0.03  
## 45 2014-09 0.02  
## 46 2014-10 0.02  
## 47 2014-11 0.02  
## 48 2014-12 0.03  
## 49 2015-01 0.03  
## 50 2015-02 0.02  
## 51 2015-03 0.03  
## 52 2015-04 0.02  
## 53 2015-05 0.02  
## 54 2015-06 0.02  
## 55 2015-07 0.03  
## 56 2015-08 0.07  
## 57 2015-09 0.02  
## 58 2015-10 0.02  
## 59 2015-11 0.11  
## 60 2015-12 0.22

rff1 = data1$Yield  
table(is.na(rff1))

##   
## FALSE   
## 60

rff1

## [1] 0.15 0.13 0.10 0.06 0.04 0.04 0.04 0.02 0.01 0.02 0.01 0.01 0.03 0.09 0.08  
## [16] 0.08 0.09 0.09 0.10 0.10 0.11 0.10 0.09 0.07 0.07 0.10 0.09 0.06 0.04 0.05  
## [31] 0.04 0.04 0.02 0.05 0.07 0.07 0.04 0.05 0.05 0.03 0.03 0.04 0.03 0.03 0.02  
## [46] 0.02 0.02 0.03 0.03 0.02 0.03 0.02 0.02 0.02 0.03 0.07 0.02 0.02 0.11 0.22

rfree1 = (1 + rff1/100)^(1/12) - 1  
head(rfree1)

## [1] 1.249141e-04 1.082688e-04 8.329516e-05 4.998626e-05 3.332722e-05  
## [6] 3.332722e-05

d = tibble(rfree1, sp500\_ret)  
d = d %>%  
 mutate(SP500 = sp500\_ret - rfree1)  
d

## # A tibble: 60 x 3  
## rfree1 sp500\_ret SP500  
## <dbl> <dbl> <dbl>  
## 1 0.000125 0.0226 0.0225   
## 2 0.000108 0.0320 0.0318   
## 3 0.0000833 -0.00105 -0.00113  
## 4 0.0000500 0.0285 0.0284   
## 5 0.0000333 -0.0135 -0.0135   
## 6 0.0000333 -0.0183 -0.0183   
## 7 0.0000333 -0.0215 -0.0215   
## 8 0.0000167 -0.0568 -0.0568   
## 9 0.00000833 -0.0718 -0.0718   
## 10 0.0000167 0.108 0.108   
## # ... with 50 more rows

indices = d %>%  
 transmute(SP500)  
indices

## # A tibble: 60 x 1  
## SP500  
## <dbl>  
## 1 0.0225   
## 2 0.0318   
## 3 -0.00113  
## 4 0.0284   
## 5 -0.0135   
## 6 -0.0183   
## 7 -0.0215   
## 8 -0.0568   
## 9 -0.0718   
## 10 0.108   
## # ... with 50 more rows

#PZZA  
x1 = get.hist.quote(instrument = "PZZA", start = "2010-12-01", end = "2015-12-31",   
 quote = "AdjClose", compression = "m") # monthly

## time series ends 2015-12-01

## time series ends 2015-12-01  
pzza\_m = as.vector(x1)  
n = length(pzza\_m)  
  
pzza\_m\_ret = (pzza\_m[-1] - pzza\_m[-n])/pzza\_m[-n]  
  
d1 = tibble(pzza\_m\_ret, rfree1)  
d1 = d1 %>% mutate(PZZA = pzza\_m\_ret - rfree1)  
d1

## # A tibble: 60 x 3  
## pzza\_m\_ret rfree1 PZZA  
## <dbl> <dbl> <dbl>  
## 1 0.0361 0.000125 0.0360   
## 2 0.0167 0.000108 0.0166   
## 3 0.0853 0.0000833 0.0852   
## 4 -0.0508 0.0000500 -0.0509   
## 5 0.102 0.0000333 0.102   
## 6 0.00392 0.0000333 0.00389  
## 7 -0.0616 0.0000333 -0.0617   
## 8 -0.0468 0.0000167 -0.0468   
## 9 0.0218 0.00000833 0.0218   
## 10 0.111 0.0000167 0.111   
## # ... with 50 more rows

d6 = tibble(SP500 = indices$SP500, PZZA = d1$PZZA)  
d6

## # A tibble: 60 x 2  
## SP500 PZZA  
## <dbl> <dbl>  
## 1 0.0225 0.0360   
## 2 0.0318 0.0166   
## 3 -0.00113 0.0852   
## 4 0.0284 -0.0509   
## 5 -0.0135 0.102   
## 6 -0.0183 0.00389  
## 7 -0.0215 -0.0617   
## 8 -0.0568 -0.0468   
## 9 -0.0718 0.0218   
## 10 0.108 0.111   
## # ... with 50 more rows

pairs.panels(d6)
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d6 %>%  
 ggplot(aes(x = SP500, y = PZZA )) +  
 geom\_point(color="red") +  
 geom\_smooth(method="lm") +  
 ggtitle("PZZA Excess Returns as a Function of SP500 Excess Returns")
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lm(PZZA ~ SP500, data=d6) #Estimate the parameters

##   
## Call:  
## lm(formula = PZZA ~ SP500, data = d6)  
##   
## Coefficients:  
## (Intercept) SP500   
## 0.02451 0.22442

#Save the result and summarize them  
pzza.mm = lm(PZZA ~ SP500, data=d6)  
summary(pzza.mm)

##   
## Call:  
## lm(formula = PZZA ~ SP500, data = d6)  
##   
## Residuals:  
## Min 1Q Median 3Q Max   
## -0.205542 -0.032781 -0.007223 0.043913 0.155971   
##   
## Coefficients:  
## Estimate Std. Error t value Pr(>|t|)   
## (Intercept) 0.024511 0.009555 2.565 0.0129 \*  
## SP500 0.224422 0.276283 0.812 0.4199   
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## Residual standard error: 0.07167 on 58 degrees of freedom  
## Multiple R-squared: 0.01125, Adjusted R-squared: -0.005799   
## F-statistic: 0.6598 on 1 and 58 DF, p-value: 0.4199

#Coefficients summary  
summary(pzza.mm)$coefficients

## Estimate Std. Error t value Pr(>|t|)  
## (Intercept) 0.0245114 0.009554868 2.5653308 0.01291594  
## SP500 0.2244225 0.276282791 0.8122926 0.41994530

#Isolate beta  
summary(pzza.mm)$coefficients[2,1]

## [1] 0.2244225

#Isolate sigma  
summary(pzza.mm)$sigma

## [1] 0.07166625

#Isolate r.squared  
summary(pzza.mm)$r.squared

## [1] 0.01124823

confint(pzza.mm) # 95% interval

## 2.5 % 97.5 %  
## (Intercept) 0.005385251 0.04363754  
## SP500 -0.328617630 0.77746256

confint(pzza.mm,level = 0.9) # 90% interval

## 5 % 95 %  
## (Intercept) 0.008539932 0.04048286  
## SP500 -0.237398799 0.68624373

#BBBY  
x2 = get.hist.quote(instrument = "BBBY", start = "2010-12-01", end = "2015-12-31",   
 quote = "AdjClose", compression = "m") # monthly

## time series ends 2015-12-01

## time series ends 2015-12-01  
bbby\_m = as.vector(x2)  
n = length(bbby\_m)  
  
bbby\_m\_ret = (bbby\_m[-1] - bbby\_m[-n])/bbby\_m[-n]  
  
d2 = tibble(bbby\_m\_ret, rfree1)  
d2 = d2 %>% mutate(BBBY = bbby\_m\_ret - rfree1)  
d2

## # A tibble: 60 x 3  
## bbby\_m\_ret rfree1 BBBY  
## <dbl> <dbl> <dbl>  
## 1 -0.0234 0.000125 -0.0235   
## 2 0.00313 0.000108 0.00302  
## 3 0.00249 0.0000833 0.00241  
## 4 0.163 0.0000500 0.163   
## 5 -0.0399 0.0000333 -0.0399   
## 6 0.0831 0.0000333 0.0831   
## 7 0.00206 0.0000333 0.00202  
## 8 -0.0279 0.0000167 -0.0279   
## 9 0.00791 0.00000833 0.00791  
## 10 0.0790 0.0000167 0.0790   
## # ... with 50 more rows

d7 = tibble(SP500 = indices$SP500, BBBY = d2$BBBY)  
d7

## # A tibble: 60 x 2  
## SP500 BBBY  
## <dbl> <dbl>  
## 1 0.0225 -0.0235   
## 2 0.0318 0.00302  
## 3 -0.00113 0.00241  
## 4 0.0284 0.163   
## 5 -0.0135 -0.0399   
## 6 -0.0183 0.0831   
## 7 -0.0215 0.00202  
## 8 -0.0568 -0.0279   
## 9 -0.0718 0.00791  
## 10 0.108 0.0790   
## # ... with 50 more rows

pairs.panels(d7)
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d7 %>%  
 ggplot(aes(x = SP500, y = BBBY )) +  
 geom\_point(color="red") +  
 geom\_smooth(method="lm") +  
 ggtitle("BBBY Excess Returns as a Function of SP500 Excess Returns")
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lm(BBBY ~ SP500, data=d7)

##   
## Call:  
## lm(formula = BBBY ~ SP500, data = d7)  
##   
## Coefficients:  
## (Intercept) SP500   
## -0.003675 0.650968

#Save the result and summarize them  
bbby.mm = lm(BBBY ~ SP500, data=d7)  
summary(bbby.mm)

##   
## Call:  
## lm(formula = BBBY ~ SP500, data = d7)  
##   
## Residuals:  
## Min 1Q Median 3Q Max   
## -0.178030 -0.035074 0.001028 0.039497 0.147943   
##   
## Coefficients:  
## Estimate Std. Error t value Pr(>|t|)   
## (Intercept) -0.003675 0.008625 -0.426 0.6716   
## SP500 0.650968 0.249383 2.610 0.0115 \*  
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## Residual standard error: 0.06469 on 58 degrees of freedom  
## Multiple R-squared: 0.1051, Adjusted R-squared: 0.0897   
## F-statistic: 6.814 on 1 and 58 DF, p-value: 0.01149

#Coefficients summary  
summary(bbby.mm)$coefficients

## Estimate Std. Error t value Pr(>|t|)  
## (Intercept) -0.00367542 0.008624591 -0.4261558 0.67157174  
## SP500 0.65096765 0.249383459 2.6103081 0.01149257

#Isolate beta  
summary(bbby.mm)$coefficients[2,1]

## [1] 0.6509677

#Isolate sigma  
summary(bbby.mm)$sigma

## [1] 0.06468871

#Isolate r.squared  
summary(bbby.mm)$r.squared

## [1] 0.1051276

confint(bbby.mm) # 95% interval

## 2.5 % 97.5 %  
## (Intercept) -0.02093941 0.01358857  
## SP500 0.15177242 1.15016288

confint(bbby.mm,level = 0.9) # 90% interval

## 5 % 95 %  
## (Intercept) -0.01809188 0.01074104  
## SP500 0.23411005 1.06782526

#NFLX  
  
x3 = get.hist.quote(instrument = "NFLX", start = "2010-12-01", end = "2015-12-31",   
 quote = "AdjClose", compression = "m") # monthly

## time series ends 2015-12-01

## time series ends 2015-12-01  
nflx\_m = as.vector(x3)  
n = length(nflx\_m)  
  
nflx\_m\_ret = (nflx\_m[-1] - nflx\_m[-n])/nflx\_m[-n]  
  
d3 = tibble(nflx\_m\_ret, rfree1)  
d3 = d3 %>% mutate(NFLX = nflx\_m\_ret - rfree1)  
d3

## # A tibble: 60 x 3  
## nflx\_m\_ret rfree1 NFLX  
## <dbl> <dbl> <dbl>  
## 1 0.218 0.000125 0.218   
## 2 -0.0346 0.000108 -0.0347  
## 3 0.151 0.0000833 0.150   
## 4 -0.0215 0.0000500 -0.0215  
## 5 0.164 0.0000333 0.164   
## 6 -0.0299 0.0000333 -0.0300  
## 7 0.0126 0.0000333 0.0125  
## 8 -0.116 0.0000167 -0.116   
## 9 -0.518 0.00000833 -0.518   
## 10 -0.275 0.0000167 -0.275   
## # ... with 50 more rows

d8 = tibble(SP500 = indices$SP500, NFLX = d3$NFLX)  
d8

## # A tibble: 60 x 2  
## SP500 NFLX  
## <dbl> <dbl>  
## 1 0.0225 0.218   
## 2 0.0318 -0.0347  
## 3 -0.00113 0.150   
## 4 0.0284 -0.0215  
## 5 -0.0135 0.164   
## 6 -0.0183 -0.0300  
## 7 -0.0215 0.0125  
## 8 -0.0568 -0.116   
## 9 -0.0718 -0.518   
## 10 0.108 -0.275   
## # ... with 50 more rows

pairs.panels(d8)
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d8 %>%  
 ggplot(aes(x = SP500, y = NFLX )) +  
 geom\_point(color="red") +  
 geom\_smooth(method="lm") +  
 ggtitle("NFLX Excess Returns as a Function of SP500 Excess Returns")

![](data:image/png;base64,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)

lm(NFLX ~ SP500, data=d8)

##   
## Call:  
## lm(formula = NFLX ~ SP500, data = d8)  
##   
## Coefficients:  
## (Intercept) SP500   
## 0.03225 1.56629

#Save the result and summarize them  
nflx.mm = lm(NFLX ~ SP500, data=d8)  
summary(nflx.mm)

##   
## Call:  
## lm(formula = NFLX ~ SP500, data = d8)  
##   
## Residuals:  
## Min 1Q Median 3Q Max   
## -0.47632 -0.10191 -0.01609 0.08292 0.67344   
##   
## Coefficients:  
## Estimate Std. Error t value Pr(>|t|)   
## (Intercept) 0.03225 0.02740 1.177 0.2441   
## SP500 1.56629 0.79236 1.977 0.0528 .  
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## Residual standard error: 0.2055 on 58 degrees of freedom  
## Multiple R-squared: 0.06312, Adjusted R-squared: 0.04697   
## F-statistic: 3.908 on 1 and 58 DF, p-value: 0.05283

#Coefficients summary  
summary(nflx.mm)$coefficients

## Estimate Std. Error t value Pr(>|t|)  
## (Intercept) 0.03224645 0.02740266 1.176764 0.2440968  
## SP500 1.56629425 0.79235866 1.976749 0.0528310

#Isolate beta  
summary(nflx.mm)$coefficients[2,1]

## [1] 1.566294

#Isolate sigma  
summary(nflx.mm)$sigma

## [1] 0.2055335

#Isolate r.squared  
summary(nflx.mm)$r.squared

## [1] 0.06311892

confint(nflx.mm) # 95% interval

## 2.5 % 97.5 %  
## (Intercept) -0.02260593 0.08709883  
## SP500 -0.01978394 3.15237243

confint(nflx.mm,level = 0.9) # 90% interval

## 5 % 95 %  
## (Intercept) -0.01355854 0.07805143  
## SP500 0.24182494 2.89076356

#T  
  
X4 = get.hist.quote(instrument = "T", start = "2010-12-01", end = "2015-12-31",   
 quote = "AdjClose", compression = "m") # monthly

## time series ends 2015-12-01

## time series ends 2015-12-01  
t\_m = as.vector(X4)  
n = length(t\_m)  
  
t\_m\_ret = (t\_m[-1] - t\_m[-n])/t\_m[-n]  
  
d4 = tibble(t\_m\_ret, rfree1)  
d4 = d4 %>% mutate(T = t\_m\_ret - rfree1)  
d4

## # A tibble: 60 x 3  
## t\_m\_ret rfree1 T  
## <dbl> <dbl> <dbl>  
## 1 -0.0633 0.000125 -0.0634   
## 2 0.0463 0.000108 0.0461   
## 3 0.0786 0.0000833 0.0785   
## 4 0.0167 0.0000500 0.0166   
## 5 0.0285 0.0000333 0.0285   
## 6 -0.00475 0.0000333 -0.00479  
## 7 -0.0684 0.0000333 -0.0685   
## 8 -0.0132 0.0000167 -0.0133   
## 9 0.00140 0.00000833 0.00140  
## 10 0.0277 0.0000167 0.0277   
## # ... with 50 more rows

d9 = tibble(SP500 = indices$SP500, T = d4$T)  
d9

## # A tibble: 60 x 2  
## SP500 T  
## <dbl> <dbl>  
## 1 0.0225 -0.0634   
## 2 0.0318 0.0461   
## 3 -0.00113 0.0785   
## 4 0.0284 0.0166   
## 5 -0.0135 0.0285   
## 6 -0.0183 -0.00479  
## 7 -0.0215 -0.0685   
## 8 -0.0568 -0.0133   
## 9 -0.0718 0.00140  
## 10 0.108 0.0277   
## # ... with 50 more rows

pairs.panels(d9)
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d9 %>%  
 ggplot(aes(x = SP500, y = T )) +  
 geom\_point(color="red") +  
 geom\_smooth(method="lm") +  
 ggtitle("T Excess Returns as a Function of SP500 Excess Returns")
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lm(T ~ SP500, data=d9)

##   
## Call:  
## lm(formula = T ~ SP500, data = d9)  
##   
## Coefficients:  
## (Intercept) SP500   
## 0.005237 0.299116

#Save the result and summarize them  
t.mm = lm(T ~ SP500, data=d9)  
summary(t.mm)

##   
## Call:  
## lm(formula = T ~ SP500, data = d9)  
##   
## Residuals:  
## Min 1Q Median 3Q Max   
## -0.081869 -0.022019 0.001564 0.023014 0.091001   
##   
## Coefficients:  
## Estimate Std. Error t value Pr(>|t|)   
## (Intercept) 0.005237 0.005000 1.047 0.299   
## SP500 0.299116 0.144570 2.069 0.043 \*  
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## Residual standard error: 0.0375 on 58 degrees of freedom  
## Multiple R-squared: 0.06873, Adjusted R-squared: 0.05268   
## F-statistic: 4.281 on 1 and 58 DF, p-value: 0.04301

#Coefficients summary  
summary(t.mm)$coefficients

## Estimate Std. Error t value Pr(>|t|)  
## (Intercept) 0.005236594 0.004999747 1.047372 0.29927334  
## SP500 0.299116395 0.144569670 2.069012 0.04301121

#Isolate beta  
summary(t.mm)$coefficients[2,1]

## [1] 0.2991164

#Isolate sigma  
summary(t.mm)$sigma

## [1] 0.03750058

#Isolate r.squared  
summary(t.mm)$r.squared

## [1] 0.06873403

confint(t.mm) # 95% interval

## 2.5 % 97.5 %  
## (Intercept) -0.004771488 0.01524468  
## SP500 0.009728759 0.58850403

confint(t.mm,level = 0.9) # 90% interval

## 5 % 95 %  
## (Intercept) -0.003120748 0.01359394  
## SP500 0.057460564 0.54077223

#VZ  
  
X5 = get.hist.quote(instrument = "VZ", start = "2010-12-01", end = "2015-12-31",   
 quote = "AdjClose", compression = "m") # monthly

## time series ends 2015-12-01

## time series ends 2015-12-01  
vz\_m = as.vector(X5)  
n <- length(vz\_m)  
  
vz\_m\_ret = (vz\_m[-1] - vz\_m[-n])/vz\_m[-n]  
  
d5 = tibble(vz\_m\_ret, rfree1)  
d5 = d5 %>% mutate(VZ = vz\_m\_ret - rfree1)  
d5

## # A tibble: 60 x 3  
## vz\_m\_ret rfree1 VZ  
## <dbl> <dbl> <dbl>  
## 1 -0.00447 0.000125 -0.00460  
## 2 0.0501 0.000108 0.0500   
## 3 0.0439 0.0000833 0.0438   
## 4 -0.0197 0.0000500 -0.0198   
## 5 -0.00991 0.0000333 -0.00994  
## 6 0.00812 0.0000333 0.00809  
## 7 -0.0521 0.0000333 -0.0521   
## 8 0.0383 0.0000167 0.0383   
## 9 0.0174 0.00000833 0.0174   
## 10 0.00489 0.0000167 0.00487  
## # ... with 50 more rows

d10 = tibble(SP500 = indices$SP500, VZ = d5$VZ)  
d10

## # A tibble: 60 x 2  
## SP500 VZ  
## <dbl> <dbl>  
## 1 0.0225 -0.00460  
## 2 0.0318 0.0500   
## 3 -0.00113 0.0438   
## 4 0.0284 -0.0198   
## 5 -0.0135 -0.00994  
## 6 -0.0183 0.00809  
## 7 -0.0215 -0.0521   
## 8 -0.0568 0.0383   
## 9 -0.0718 0.0174   
## 10 0.108 0.00487  
## # ... with 50 more rows

pairs.panels(d10)
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d10 %>%  
 ggplot(aes(x = SP500, y = VZ )) +  
 geom\_point(color="red") +  
 geom\_smooth(method="lm") +  
 ggtitle("VZ Excess Returns as a Function of SP500 Excess Returns")
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lm(VZ ~ SP500, data=d10)

##   
## Call:  
## lm(formula = VZ ~ SP500, data = d10)  
##   
## Coefficients:  
## (Intercept) SP500   
## 0.006832 0.257519

#Save the result and summarize them  
vz.mm = lm(VZ ~ SP500, data=d10)  
summary(vz.mm)

##   
## Call:  
## lm(formula = VZ ~ SP500, data = d10)  
##   
## Residuals:  
## Min 1Q Median 3Q Max   
## -0.103484 -0.025231 -0.008619 0.035060 0.085320   
##   
## Coefficients:  
## Estimate Std. Error t value Pr(>|t|)  
## (Intercept) 0.006832 0.005582 1.224 0.226  
## SP500 0.257519 0.161416 1.595 0.116  
##   
## Residual standard error: 0.04187 on 58 degrees of freedom  
## Multiple R-squared: 0.04204, Adjusted R-squared: 0.02552   
## F-statistic: 2.545 on 1 and 58 DF, p-value: 0.1161

#Coefficients summary  
summary(vz.mm)$coefficients

## Estimate Std. Error t value Pr(>|t|)  
## (Intercept) 0.006831672 0.00558237 1.223794 0.2259782  
## SP500 0.257519052 0.16141643 1.595371 0.1160645

#Isolate beta  
summary(vz.mm)$coefficients[2,1]

## [1] 0.2575191

#Isolate sigma  
summary(vz.mm)$sigma

## [1] 0.04187054

#Isolate r.squared  
summary(vz.mm)$r.squared

## [1] 0.04203814

confint(vz.mm) # 95% interval

## 2.5 % 97.5 %  
## (Intercept) -0.004342655 0.0180060  
## SP500 -0.065591042 0.5806291

confint(vz.mm,level = 0.9) # 90% interval

## 5 % 95 %  
## (Intercept) -0.002499554 0.0161629  
## SP500 -0.012297031 0.5273351

#BIG5  
big5 = tibble(  
 PZZA = d1$PZZA,  
 BBBY = d2$BBBY,  
 NFLX = d3$NFLX,  
 T = d4$T,  
 VZ = d5$VZ  
)  
big5

## # A tibble: 60 x 5  
## PZZA BBBY NFLX T VZ  
## <dbl> <dbl> <dbl> <dbl> <dbl>  
## 1 0.0360 -0.0235 0.218 -0.0634 -0.00460  
## 2 0.0166 0.00302 -0.0347 0.0461 0.0500   
## 3 0.0852 0.00241 0.150 0.0785 0.0438   
## 4 -0.0509 0.163 -0.0215 0.0166 -0.0198   
## 5 0.102 -0.0399 0.164 0.0285 -0.00994  
## 6 0.00389 0.0831 -0.0300 -0.00479 0.00809  
## 7 -0.0617 0.00202 0.0125 -0.0685 -0.0521   
## 8 -0.0468 -0.0279 -0.116 -0.0133 0.0383   
## 9 0.0218 0.00791 -0.518 0.00140 0.0174   
## 10 0.111 0.0790 -0.275 0.0277 0.00487  
## # ... with 50 more rows

#Examine relationship between the big8 and the SP500 index.  
pairs.panels(big5 %>% mutate(SP500=d$SP500))
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big5\_mat = as.matrix(big5) # convert to matrix  
sp500 = indices$SP500 # extract from indices  
  
big5.mm = lm(big5\_mat ~ sp500)  
big5.mm

##   
## Call:  
## lm(formula = big5\_mat ~ sp500)  
##   
## Coefficients:  
## PZZA BBBY NFLX T VZ   
## (Intercept) 0.024511 -0.003675 0.032246 0.005237 0.006832  
## sp500 0.224422 0.650968 1.566294 0.299116 0.257519

# Papa John’s International stock is least sensitive  
# Netflix stock is least sensitive

## Question 8.6

x = get.hist.quote(instrument = "^GSPC",  
 start = "2010-12-01",  
 end = "2015-12-31",  
 quote = "AdjClose",  
 compression = "m")

## time series ends 2015-12-01

## time series ends 2015-12-01  
sp500 = as.vector(x)  
n = length(sp500)  
  
# Net returns  
sp500\_ret = (sp500[-1] - sp500[-n])/sp500[-n]  
  
data1 = read.table(file.choose(),header = T,sep = ",")  
data1

## TimePeriod Yield  
## 1 2011-01 0.15  
## 2 2011-02 0.13  
## 3 2011-03 0.10  
## 4 2011-04 0.06  
## 5 2011-05 0.04  
## 6 2011-06 0.04  
## 7 2011-07 0.04  
## 8 2011-08 0.02  
## 9 2011-09 0.01  
## 10 2011-10 0.02  
## 11 2011-11 0.01  
## 12 2011-12 0.01  
## 13 2012-01 0.03  
## 14 2012-02 0.09  
## 15 2012-03 0.08  
## 16 2012-04 0.08  
## 17 2012-05 0.09  
## 18 2012-06 0.09  
## 19 2012-07 0.10  
## 20 2012-08 0.10  
## 21 2012-09 0.11  
## 22 2012-10 0.10  
## 23 2012-11 0.09  
## 24 2012-12 0.07  
## 25 2013-01 0.07  
## 26 2013-02 0.10  
## 27 2013-03 0.09  
## 28 2013-04 0.06  
## 29 2013-05 0.04  
## 30 2013-06 0.05  
## 31 2013-07 0.04  
## 32 2013-08 0.04  
## 33 2013-09 0.02  
## 34 2013-10 0.05  
## 35 2013-11 0.07  
## 36 2013-12 0.07  
## 37 2014-01 0.04  
## 38 2014-02 0.05  
## 39 2014-03 0.05  
## 40 2014-04 0.03  
## 41 2014-05 0.03  
## 42 2014-06 0.04  
## 43 2014-07 0.03  
## 44 2014-08 0.03  
## 45 2014-09 0.02  
## 46 2014-10 0.02  
## 47 2014-11 0.02  
## 48 2014-12 0.03  
## 49 2015-01 0.03  
## 50 2015-02 0.02  
## 51 2015-03 0.03  
## 52 2015-04 0.02  
## 53 2015-05 0.02  
## 54 2015-06 0.02  
## 55 2015-07 0.03  
## 56 2015-08 0.07  
## 57 2015-09 0.02  
## 58 2015-10 0.02  
## 59 2015-11 0.11  
## 60 2015-12 0.22

rff1 = data1$Yield  
table(is.na(rff1))

##   
## FALSE   
## 60

rff1

## [1] 0.15 0.13 0.10 0.06 0.04 0.04 0.04 0.02 0.01 0.02 0.01 0.01 0.03 0.09 0.08  
## [16] 0.08 0.09 0.09 0.10 0.10 0.11 0.10 0.09 0.07 0.07 0.10 0.09 0.06 0.04 0.05  
## [31] 0.04 0.04 0.02 0.05 0.07 0.07 0.04 0.05 0.05 0.03 0.03 0.04 0.03 0.03 0.02  
## [46] 0.02 0.02 0.03 0.03 0.02 0.03 0.02 0.02 0.02 0.03 0.07 0.02 0.02 0.11 0.22

rfree1 = (1 + rff1/100)^(1/12) - 1  
head(rfree1)

## [1] 1.249141e-04 1.082688e-04 8.329516e-05 4.998626e-05 3.332722e-05  
## [6] 3.332722e-05

#PZZA  
x1 = get.hist.quote(instrument = "PZZA", start = "2010-12-01", end = "2015-12-31",   
 quote = "AdjClose", compression = "m") # monthly

## time series ends 2015-12-01

## time series ends 2015-12-01  
pzza\_m = as.vector(x1)  
n = length(pzza\_m)  
  
pzza\_m\_ret = (pzza\_m[-1] - pzza\_m[-n])/pzza\_m[-n]  
  
d1 = tibble(pzza\_m\_ret, rfree1)  
d1 = d1 %>% mutate(PZZA = pzza\_m\_ret - rfree1)  
d1

## # A tibble: 60 x 3  
## pzza\_m\_ret rfree1 PZZA  
## <dbl> <dbl> <dbl>  
## 1 0.0361 0.000125 0.0360   
## 2 0.0167 0.000108 0.0166   
## 3 0.0853 0.0000833 0.0852   
## 4 -0.0508 0.0000500 -0.0509   
## 5 0.102 0.0000333 0.102   
## 6 0.00392 0.0000333 0.00389  
## 7 -0.0616 0.0000333 -0.0617   
## 8 -0.0468 0.0000167 -0.0468   
## 9 0.0218 0.00000833 0.0218   
## 10 0.111 0.0000167 0.111   
## # ... with 50 more rows

#BBBY  
x2 = get.hist.quote(instrument = "BBBY", start = "2010-12-01", end = "2015-12-31",   
 quote = "AdjClose", compression = "m") # monthly

## time series ends 2015-12-01

## time series ends 2015-12-01  
bbby\_m = as.vector(x2)  
n = length(bbby\_m)  
  
bbby\_m\_ret = (bbby\_m[-1] - bbby\_m[-n])/bbby\_m[-n]  
  
d2 = tibble(bbby\_m\_ret, rfree1)  
d2 = d2 %>% mutate(BBBY = bbby\_m\_ret - rfree1)  
d2

## # A tibble: 60 x 3  
## bbby\_m\_ret rfree1 BBBY  
## <dbl> <dbl> <dbl>  
## 1 -0.0234 0.000125 -0.0235   
## 2 0.00313 0.000108 0.00302  
## 3 0.00249 0.0000833 0.00241  
## 4 0.163 0.0000500 0.163   
## 5 -0.0399 0.0000333 -0.0399   
## 6 0.0831 0.0000333 0.0831   
## 7 0.00206 0.0000333 0.00202  
## 8 -0.0279 0.0000167 -0.0279   
## 9 0.00791 0.00000833 0.00791  
## 10 0.0790 0.0000167 0.0790   
## # ... with 50 more rows

#NFLX  
  
x3 = get.hist.quote(instrument = "NFLX", start = "2010-12-01", end = "2015-12-31",   
 quote = "AdjClose", compression = "m") # monthly

## time series ends 2015-12-01

## time series ends 2015-12-01  
nflx\_m = as.vector(x3)  
n = length(nflx\_m)  
  
nflx\_m\_ret = (nflx\_m[-1] - nflx\_m[-n])/nflx\_m[-n]  
  
d3 = tibble(nflx\_m\_ret, rfree1)  
d3 = d3 %>% mutate(NFLX = nflx\_m\_ret - rfree1)  
d3

## # A tibble: 60 x 3  
## nflx\_m\_ret rfree1 NFLX  
## <dbl> <dbl> <dbl>  
## 1 0.218 0.000125 0.218   
## 2 -0.0346 0.000108 -0.0347  
## 3 0.151 0.0000833 0.150   
## 4 -0.0215 0.0000500 -0.0215  
## 5 0.164 0.0000333 0.164   
## 6 -0.0299 0.0000333 -0.0300  
## 7 0.0126 0.0000333 0.0125  
## 8 -0.116 0.0000167 -0.116   
## 9 -0.518 0.00000833 -0.518   
## 10 -0.275 0.0000167 -0.275   
## # ... with 50 more rows

#T  
  
X4 = get.hist.quote(instrument = "T", start = "2010-12-01", end = "2015-12-31",   
 quote = "AdjClose", compression = "m") # monthly

## time series ends 2015-12-01

## time series ends 2015-12-01  
t\_m = as.vector(X4)  
n = length(t\_m)  
  
t\_m\_ret = (t\_m[-1] - t\_m[-n])/t\_m[-n]  
  
d4 = tibble(t\_m\_ret, rfree1)  
d4 = d4 %>% mutate(T = t\_m\_ret - rfree1)  
d4

## # A tibble: 60 x 3  
## t\_m\_ret rfree1 T  
## <dbl> <dbl> <dbl>  
## 1 -0.0633 0.000125 -0.0634   
## 2 0.0463 0.000108 0.0461   
## 3 0.0786 0.0000833 0.0785   
## 4 0.0167 0.0000500 0.0166   
## 5 0.0285 0.0000333 0.0285   
## 6 -0.00475 0.0000333 -0.00479  
## 7 -0.0684 0.0000333 -0.0685   
## 8 -0.0132 0.0000167 -0.0133   
## 9 0.00140 0.00000833 0.00140  
## 10 0.0277 0.0000167 0.0277   
## # ... with 50 more rows

#VZ  
  
X5 = get.hist.quote(instrument = "VZ", start = "2010-12-01", end = "2015-12-31",   
 quote = "AdjClose", compression = "m") # monthly

## time series ends 2015-12-01

## time series ends 2015-12-01  
vz\_m = as.vector(X5)  
n = length(vz\_m)  
  
vz\_m\_ret = (vz\_m[-1] - vz\_m[-n])/vz\_m[-n]  
  
d5 = tibble(vz\_m\_ret, rfree1)  
d5 = d5 %>% mutate(VZ = vz\_m\_ret - rfree1)  
d5

## # A tibble: 60 x 3  
## vz\_m\_ret rfree1 VZ  
## <dbl> <dbl> <dbl>  
## 1 -0.00447 0.000125 -0.00460  
## 2 0.0501 0.000108 0.0500   
## 3 0.0439 0.0000833 0.0438   
## 4 -0.0197 0.0000500 -0.0198   
## 5 -0.00991 0.0000333 -0.00994  
## 6 0.00812 0.0000333 0.00809  
## 7 -0.0521 0.0000333 -0.0521   
## 8 0.0383 0.0000167 0.0383   
## 9 0.0174 0.00000833 0.0174   
## 10 0.00489 0.0000167 0.00487  
## # ... with 50 more rows

#BIG5  
big5 = tibble(PZZA = d1$PZZA, BBBY = d2$BBBY, NFLX = d3$NFLX, T = d4$T, VZ = d5$VZ)  
  
big5

## # A tibble: 60 x 5  
## PZZA BBBY NFLX T VZ  
## <dbl> <dbl> <dbl> <dbl> <dbl>  
## 1 0.0360 -0.0235 0.218 -0.0634 -0.00460  
## 2 0.0166 0.00302 -0.0347 0.0461 0.0500   
## 3 0.0852 0.00241 0.150 0.0785 0.0438   
## 4 -0.0509 0.163 -0.0215 0.0166 -0.0198   
## 5 0.102 -0.0399 0.164 0.0285 -0.00994  
## 6 0.00389 0.0831 -0.0300 -0.00479 0.00809  
## 7 -0.0617 0.00202 0.0125 -0.0685 -0.0521   
## 8 -0.0468 -0.0279 -0.116 -0.0133 0.0383   
## 9 0.0218 0.00791 -0.518 0.00140 0.0174   
## 10 0.111 0.0790 -0.275 0.0277 0.00487  
## # ... with 50 more rows

#Exploratory data analysis  
pairs.panels(big5)
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#Estimate betas of big  
big = as.matrix(big5) # convert to matrix  
big.mm = lm(big ~ sp500\_ret )  
big.beta = big.mm$coefficients[2,]  
big.beta

## PZZA BBBY NFLX T VZ   
## 0.2241574 0.6506543 1.5665804 0.2992419 0.2576918

beta.bar = mean(big.beta)  
tausq.beta = mean( (big.beta - beta.bar)^2 )  
  
tibble(beta.bar,tausq.beta) %>% kable()

|  |  |
| --- | --- |
| beta.bar | tausq.beta |
| 0.5996651 | 0.2571462 |

f.betase = function(y){  
 summary(lm(y ~ sp500\_ret))$coefficients[2,2]  
}  
#Compute standard errors of beta\_hat  
big.betase = apply(big,2,f.betase)  
big.betase

## PZZA BBBY NFLX T VZ   
## 0.2762837 0.2493947 0.7923404 0.1445636 0.1614100

sesq.bar = mean(big.betase^2)  
tibble(sesq.bar) %>% kable()

|  |
| --- |
| sesq.bar |
| 0.1626571 |

big.psi = sesq.bar/(sesq.bar + tausq.beta)  
tibble(big.psi) %>% kable()

|  |
| --- |
| big.psi |
| 0.3874603 |

big.psi \* beta.bar + (1 - big.psi)\*big.beta

## PZZA BBBY NFLX T VZ   
## 0.3696517 0.6308980 1.1919392 0.4156440 0.3901929

pzza = big5$PZZA  
summary(lm(pzza ~ sp500\_ret,))

##   
## Call:  
## lm(formula = pzza ~ sp500\_ret)  
##   
## Residuals:  
## Min 1Q Median 3Q Max   
## -0.205554 -0.032785 -0.007216 0.043905 0.155972   
##   
## Coefficients:  
## Estimate Std. Error t value Pr(>|t|)   
## (Intercept) 0.024503 0.009558 2.564 0.013 \*  
## sp500\_ret 0.224157 0.276284 0.811 0.420   
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## Residual standard error: 0.07167 on 58 degrees of freedom  
## Multiple R-squared: 0.01122, Adjusted R-squared: -0.005826   
## F-statistic: 0.6583 on 1 and 58 DF, p-value: 0.4205

psi.big = (big.betase^2) / (tausq.beta + big.betase^2)  
psi.big

## PZZA BBBY NFLX T VZ   
## 0.22889807 0.19476724 0.70942272 0.07516284 0.09199589

psi.big\*beta.bar + (1-psi.big)\*big.beta

## PZZA BBBY NFLX T VZ   
## 0.3101104 0.6407233 0.8806288 0.3218226 0.2891519

#Recall that the shrinkage estimates based on a global value for ψ are given by  
big.psi \* beta.bar + (1 - big.psi)\*big.beta

## PZZA BBBY NFLX T VZ   
## 0.3696517 0.6308980 1.1919392 0.4156440 0.3901929

#both of the method are appropiate as at the end we get to same result

## Question 8.10

#COPLX  
x1 = get.hist.quote(instrument = "COPLX", start = "2010-12-01", end = "2015-12-31",   
 quote = "AdjClose", compression = "m") # monthly

## time series ends 2015-12-01

## time series ends 2015-12-01  
coplx\_m = as.vector(x1)  
n = length(coplx\_m)  
  
coplx\_m\_ret = (coplx\_m[-1] - coplx\_m[-n])/coplx\_m[-n]  
  
d1 = tibble(coplx\_m\_ret, rfree1)  
d1 = d1 %>% mutate(COPLX = coplx\_m\_ret - rfree1)  
d1

## # A tibble: 60 x 3  
## coplx\_m\_ret rfree1 COPLX  
## <dbl> <dbl> <dbl>  
## 1 0.0159 0.000125 0.0158   
## 2 0.0223 0.000108 0.0222   
## 3 0.00995 0.0000833 0.00986  
## 4 0.0191 0.0000500 0.0190   
## 5 0.00252 0.0000333 0.00249  
## 6 -0.00671 0.0000333 -0.00674  
## 7 -0.0129 0.0000333 -0.0129   
## 8 0.00321 0.0000167 0.00319  
## 9 -0.0181 0.00000833 -0.0181   
## 10 0.0466 0.0000167 0.0466   
## # ... with 50 more rows

#FCNTX  
x2 = get.hist.quote(instrument = "FCNTX", start = "2010-12-01", end = "2015-12-31",   
 quote = "AdjClose", compression = "m") # monthly

## time series ends 2015-12-01

## time series ends 2015-12-01  
fcntx\_m = as.vector(x2)  
n = length(fcntx\_m)  
  
fcntx\_m\_ret = (fcntx\_m[-1] - fcntx\_m[-n])/fcntx\_m[-n]  
  
d2 = tibble(fcntx\_m\_ret, rfree1)  
d2 = d2 %>% mutate(FCNTX = fcntx\_m\_ret - rfree1)  
d2

## # A tibble: 60 x 3  
## fcntx\_m\_ret rfree1 FCNTX  
## <dbl> <dbl> <dbl>  
## 1 0.00591 0.000125 0.00578  
## 2 0.0399 0.000108 0.0398   
## 3 0.00198 0.0000833 0.00189  
## 4 0.0270 0.0000500 0.0270   
## 5 -0.0160 0.0000333 -0.0161   
## 6 -0.0158 0.0000333 -0.0158   
## 7 0.00382 0.0000333 0.00379  
## 8 -0.0491 0.0000167 -0.0491   
## 9 -0.0743 0.00000833 -0.0743   
## 10 0.102 0.0000167 0.102   
## # ... with 50 more rows

#EGFFX  
  
x3 = get.hist.quote(instrument = "EGFFX", start = "2010-12-01", end = "2015-12-31",   
 quote = "AdjClose", compression = "m") # monthly

## time series ends 2015-12-01

## time series ends 2015-12-01  
egffx\_m = as.vector(x3)  
n = length(egffx\_m)  
  
egffx\_m\_ret = (egffx\_m[-1] - egffx\_m[-n])/egffx\_m[-n]  
  
d3 = tibble(egffx\_m\_ret, rfree1)  
d3 = d3 %>% mutate(EGFFX = egffx\_m\_ret - rfree1)  
d3

## # A tibble: 60 x 3  
## egffx\_m\_ret rfree1 EGFFX  
## <dbl> <dbl> <dbl>  
## 1 0.0172 0.000125 0.0171   
## 2 0.0436 0.000108 0.0435   
## 3 0.00768 0.0000833 0.00760   
## 4 0.0186 0.0000500 0.0186   
## 5 -0.0125 0.0000333 -0.0125   
## 6 -0.000842 0.0000333 -0.000875  
## 7 -0.00421 0.0000333 -0.00425   
## 8 -0.0499 0.0000167 -0.0499   
## 9 -0.0614 0.00000833 -0.0615   
## 10 0.102 0.0000167 0.102   
## # ... with 50 more rows

funds3 = tibble(  
 COPLX = d1$COPLX,  
 FCNTX = d2$FCNTX,  
 EGFFX = d3$EGFFX,  
)  
funds3

## # A tibble: 60 x 3  
## COPLX FCNTX EGFFX  
## <dbl> <dbl> <dbl>  
## 1 0.0158 0.00578 0.0171   
## 2 0.0222 0.0398 0.0435   
## 3 0.00986 0.00189 0.00760   
## 4 0.0190 0.0270 0.0186   
## 5 0.00249 -0.0161 -0.0125   
## 6 -0.00674 -0.0158 -0.000875  
## 7 -0.0129 0.00379 -0.00425   
## 8 0.00319 -0.0491 -0.0499   
## 9 -0.0181 -0.0743 -0.0615   
## 10 0.0466 0.102 0.102   
## # ... with 50 more rows

pairs.panels(funds3 %>% mutate(SP500 = d$SP500))
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funds = as.matrix(funds3) # convert to matrix  
funds3.mm = lm(funds ~ sp500\_ret )  
#means  
funds.means = apply(funds3, 2, mean)  
funds.means

## COPLX FCNTX EGFFX   
## 0.007719863 0.007041563 0.011694584

funds.sd = apply(funds3, 2, sd)  
funds.sd

## COPLX FCNTX EGFFX   
## 0.02290522 0.03593476 0.03841071

funds3.port = apply(funds3, 1, mean)  
apply(funds3, 2, sd)

## COPLX FCNTX EGFFX   
## 0.02290522 0.03593476 0.03841071

summary(lm(funds~sp500\_ret))$sigma

## NULL

f.sighat = function(y){summary(lm(y~sp500\_ret))$sigma}  
f.sighat(funds)

## NULL

apply(funds3, 2, f.sighat)

## COPLX FCNTX EGFFX   
## 0.01793400 0.01726126 0.01771230

sd(funds3.port)

## [1] 0.02858367

f.sighat(funds3.port)

## [1] 0.01020645

mean(apply(funds3, 2, sd))

## [1] 0.0324169

mean(apply(funds3, 2, f.sighat))

## [1] 0.01763585

funds3.mm$coefficients[2,]\*sd(sp500)

## COPLX FCNTX EGFFX   
## 134.2356 293.7634 317.5958

f.rsq = function(y){summary(lm(y ~ sp500\_ret))$r.squared}  
apply(funds3, 2, f.rsq)

## COPLX FCNTX EGFFX   
## 0.3973548 0.7731748 0.7909641

f.rsq(funds3.port)

## [1] 0.87466

#Edgewood Growth Retail is most diversified

## Question 8.14

funds = as.matrix(funds3) # convert to matrix  
funds.mm = lm(funds ~ sp500\_ret)  
  
funds.s = apply(funds, 2, f.sighat)  
funds.s

## COPLX FCNTX EGFFX   
## 0.01793400 0.01726126 0.01771230

funds.alpha = funds.mm$coefficients[1,]  
funds.appraisal = funds.alpha/funds.s  
funds.appraisal

## COPLX FCNTX EGFFX   
## 0.22343291 -0.06277792 0.16430482

#Copley has the largest estimated appraisel  
# Fidelity Contrafund has the lowest estmated appraisel   
# Edgewood Growth Retail has the 2nd largest estimated appraisel

## Question 8.15

Treynor = function(rmat, ind){  
 ret = rmat[ind,1]  
 mkt = rmat[ind,2]   
 beta = lm(ret ~ mkt)$coefficient[2]  
 mean(ret)/beta  
}  
# function  
Sharpe <- function(x, ind){  
 mean(x[ind])/sd(x[ind])  
}  
  
#COPLX  
coplx = funds3$COPLX  
ts.plot(coplx, col="red")  
title("Time Series Plot of Copley")
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coplx5 = coplx[1:5]  
coplx5

## [1] 0.015819461 0.022217062 0.009862629 0.019003729 0.002487744

tibble(mean = mean(coplx5),   
 se = sd(coplx5)/5^0.5) %>% kable()

|  |  |
| --- | --- |
| mean | se |
| 0.0138781 | 0.0035032 |

Treynor(cbind(coplx,sp500\_ret), 1:60)

## mkt   
## 0.01805615

library(boot)  
  
boot(cbind(coplx, sp500\_ret), Treynor, 10000)

##   
## ORDINARY NONPARAMETRIC BOOTSTRAP  
##   
##   
## Call:  
## boot(data = cbind(coplx, sp500\_ret), statistic = Treynor, R = 10000)  
##   
##   
## Bootstrap Statistics :  
## original bias std. error  
## t1\* 0.01805615 0.000191093 0.007333202

boot(coplx, Sharpe, 10000)

##   
## ORDINARY NONPARAMETRIC BOOTSTRAP  
##   
##   
## Call:  
## boot(data = coplx, statistic = Sharpe, R = 10000)  
##   
##   
## Bootstrap Statistics :  
## original bias std. error  
## t1\* 0.3370351 0.007802504 0.139025

#EGFFX  
egffx = funds3$EGFFX  
ts.plot(egffx, col="red")  
title("Time Series Plot of Edgewood Growth Retail")
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egffx5 = egffx[1:5]  
egffx5

## [1] 0.017085231 0.043524857 0.007595886 0.018578295 -0.012502155

tibble(mean = mean(egffx5),   
 se = sd(egffx5)/5^0.5) %>% kable()

|  |  |
| --- | --- |
| mean | se |
| 0.0148564 | 0.0090606 |

Treynor(cbind(egffx,sp500\_ret), 1:60)

## mkt   
## 0.01156094

boot(cbind(egffx, sp500\_ret), Treynor, 10000)

##   
## ORDINARY NONPARAMETRIC BOOTSTRAP  
##   
##   
## Call:  
## boot(data = cbind(egffx, sp500\_ret), statistic = Treynor, R = 10000)  
##   
##   
## Bootstrap Statistics :  
## original bias std. error  
## t1\* 0.01156094 -8.426429e-05 0.004862182

boot(egffx, Sharpe, 10000)

##   
## ORDINARY NONPARAMETRIC BOOTSTRAP  
##   
##   
## Call:  
## boot(data = egffx, statistic = Sharpe, R = 10000)  
##   
##   
## Bootstrap Statistics :  
## original bias std. error  
## t1\* 0.3044615 0.006045261 0.137671

#FCNTX  
fcntx = funds3$FCNTX  
ts.plot(fcntx, col="red")  
title("Time Series Plot of Fidelity Contrafund")
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fcntx5 = fcntx[1:5]  
fcntx5

## [1] 0.005780999 0.039815198 0.001892955 0.026995951 -0.016080527

tibble(mean = mean(fcntx5),   
 se = sd(fcntx5)/5^0.5) %>% kable()

|  |  |
| --- | --- |
| mean | se |
| 0.0116809 | 0.0098168 |

Treynor(cbind(fcntx,sp500\_ret), 1:60)

## mkt   
## 0.007525834

boot(cbind(fcntx, sp500\_ret), Treynor, 10000)

##   
## ORDINARY NONPARAMETRIC BOOTSTRAP  
##   
##   
## Call:  
## boot(data = cbind(fcntx, sp500\_ret), statistic = Treynor, R = 10000)  
##   
##   
## Bootstrap Statistics :  
## original bias std. error  
## t1\* 0.007525834 -9.610788e-05 0.004909032

boot(fcntx, Sharpe, 10000)

##   
## ORDINARY NONPARAMETRIC BOOTSTRAP  
##   
##   
## Call:  
## boot(data = fcntx, statistic = Sharpe, R = 10000)  
##   
##   
## Bootstrap Statistics :  
## original bias std. error  
## t1\* 0.1959541 0.006017382 0.1339527